
This paper is included in the Proceedings of the 
30th USENIX Security Symposium.

August 11–13, 2021
978-1-939133-24-3

Open access to the Proceedings of the 
30th USENIX Security Symposium 

is sponsored by USENIX.

CSProp: Ciphertext and Signature Propagation 
Low-Overhead Public-Key Cryptosystem for 

IoT Environments
Fatemah Alharbi, Taibah University, Yanbu; Arwa Alrawais, Prince Sattam 

Bin Abdulaziz University; Abdulrahman Bin Rabiah, University of California, 
Riverside, and King Saud University; Silas Richelson and Nael Abu-Ghazaleh, 

University of California, Riverside
https://www.usenix.org/conference/usenixsecurity21/presentation/alharbi



CSProp: Ciphertext and Signature Propagation
Low-Overhead Public-Key Cryptosystem for IoT Environments

Fatemah Alharbi
Taibah University, Yanbu

Arwa Alrawais
Prince Sattam Bin Abdulaziz University

Abdulrahman Bin Rabiah
University of California, Riverside

King Saud University

Silas Richelson
University of California, Riverside

Nael Abu-Ghazaleh
University of California, Riverside

Abstract
Cryptographic operations can be prohibitively expensive

for IoT and other resource-constrained devices. We introduce
a new cryptographic primitive which we call Ciphertext and
Signature Propagation (CSProp) in order to deliver security to
the weak end-devices. CSProp is a cryptographic propagation
algorithm whereby an untrusted machine sitting upstream of
a lightweight device can modify an authenticated message so
it can be efficiently verified. Unlike proxy-based solutions,
this upstream machine is stateless and untrusted (making it
possible for any device to serve that role), and the propagated
signature is mathematically guaranteed to be valid only if
the original signature is also valid. CSProp relies on RSA
security and can be used to optimize any operations using
the public key such as signature validation and encryption,
which our experiments show are the most common public
key operations in IoT settings. We test CSProp by using
it to extend DNSSEC to edge devices (validation), and to
optimize the performance of TLS (validation and encryption)
on a range of resource constrained devices. CSProp reduces
DNSSEC validation latency by 78x and energy consumption
by 47x on the Raspberry Pi Zero. It reduces TLS handshake
latency and energy by an average of 8x each. On an Arduino-
based IoT board, CSProp significantly outperforms traditional
RSA public key operations (e.g., 57x and 36x reductions in
latency and energy consumption, respectively, for encryption).

1 Introduction and Roadmap

Critical infrastructure on the Internet relies on the distribution
of roles and responsibilities over several nodes. The inter-
action between nodes often occurs over secure channels to
provide the required level and type of security (i.e., confi-
dentiality, integrity, availability − the CIA triad). Operating
securely in constrained environments is one of the primary
challenges facing the wide-scale deployment of Internet of
Things (IoT) and other embedded systems on the edge of the
Internet. The problem is that the cryptographic algorithms
used to secure interactions between well-provisioned desktop

and server environments are computationally prohibitive for
resource-poor, battery operated devices. By the year 2025, it
is estimated that the number of IoT devices will be over 75
billion [41]; thus, it is essential to develop security solutions
for them.

We focus on a security problem which arises when
resource-constrained devices are added to a secure network of
more capable machines. If the security protocols/primitives
used by the network are too computationally intensive for
the small device, then either (1) performance will suffer if
we attempt to use the primitives as is; (2) security will suffer,
for example, if we relegate participation to a resource rich
gateway or proxy; or (3) security for the network must be
overhauled so the new device can participate. In standardized
large-scale networks, (3) is likely not an option due to the
large development time, and the lack of backward compatibil-
ity, and so (2) will be chosen to avoid the performance and
functionality cost.

In this paper, we contribute a new cryptographic primi-
tive we call Ciphertext and Signature Propagation (CSProp).
When used for signature propagation, CSProp allows a capa-
ble machine (Patty in Figure 1a), even one that is stateless and
untrusted (e.g., a certificate is not required to authenticate it)
sitting upstream of a lightweight device to bear the majority
of the cost of verification. Specifically, Patty modifies and
forwards (propagate) an authenticated message so it can be
efficiently verified by a lesser machine. Importantly, it is cryp-
tographically guaranteed that the propagated signature verifies
correctly only if the original signature does. The trivial solu-
tion where Patty simply forwards Bob’s (data, signature) pair
directly to Alice puts unacceptable strain on Alice’s resources.
Another trivial solution where Patty simply verifies Bob’s
signature herself and forwards only the data to Alice is unde-
sirable from a security point of view as it requires Alice to be
trusted, and also opens the door for an attacker who targets
the link between Alice and Patty. Likewise, when used for
ciphertext propagation, CSProp allows Patty (see Figure 1b)
to perform the majority of the computational overhead caused
by public key encryption. More precisely, Alice partially en-
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Figure 1: Figure 1: High Level Overview of CSProp

crypts the message and forwards a lightweight ciphertext to
Patty. Patty completes the encryption operation performing
the more expensive portion of the operation. The construc-
tion of CSProp (see Section 3) guarantees the security of the
original message assuming only that the standard public key
encryption (e.g., RSA) is secure.

CSProp differs from a small number of prior proposals that
use a proxy [28, 52] to reduce the cost of encryption in two
important ways: (1) We do not require the proxy to be trusted
since the security is obtained by construction; and (2) CSProp
is backwards compatible with RSA, making it straightforward
to deploy. Specifically, the construction provides security
guarantees that there is no way for Patty to produce a valid
lightweight propagated signature, except by propagating an
original valid signature from Bob. Thus, CSProp securely
implements a lightweight channel between Alice and Bob,
without requiring any modifications to the protocol at Bob
(i.e., providing backward compatibility at the server). CSProp
requires no state, making it possible to change the role of
Patty, even at the granularity of each cryptographic operation.
We provide related background and preliminaries in Section 2
and present a formal definition of the new primitive, as well
as an instantiation based on RSA in Section 3.

CSProp can optimize public-key operations which include
signature verification and encryption, but not operations that
use the private key such as signing and decryption. Public-key
operations are typically executed at the client’s end specially
when using Internet protocols such as the Domain Name Sys-
tem SECurity extension (DNSSEC) and the Transport Layer
Security (TLS) protocols, and when generating data that is
being forwarded to an upstream server. We conduct a mea-
surement study of the traffic generated by an IoT camera,
discovering that TLS signature verification and encryption
operations account for the majority of the Public Key crypto-
graphic operations.

We apply CSProp to improve the performance of two secu-
rity protocols on IoT devices in Section 4: DNSSEC [39], a
secure extension of the Domain Naming System protocol, and
the Transport Layer Security (TLS) [83] protocol which is the

Table 1: Glossary

Acronym Definition Acronym Definition
sk Secret key pk Public key
pklow Low public key vk Verification key
vklow Low verification key N Public modulus
e Public exponent elow Low public exponent
d Private exponent M Plaintext message
C Ciphertext C′ Partial decrypted ciphertext
h Message digest σ Digital signature
σ′ Partial verified digital signature K Pre-master key
H Hash function A Adversary
C Challenger P Computational problem
φ Totient function A Address record
DS Delegation signer record DNSKEY DNS Key record
RRset A set of DNS records of same type RRSIG DNSSEC signature
KSK Zone’s key signing key ZSK Zone’s zone signing key
RRsetA RRset of A record(s) type RRsetDS RRset of DS record(s) type
RRsetDNSKEY RRset of DNSKEY records type M A padded version of M

backbone of secure communication on the Internet. DNSSEC
requires a sequence of signature validations (public-key op-
erations) to validate a DNS response through the sequence
of DNS servers that are used to obtain it. TLS also requires
signature validation as part of connection establishment to
authenticate the ends of the connection, but also uses encryp-
tion to establish a session key, both of which are operations
that use the public key. In an IoT setting, often such oper-
ations are offloaded to a third server (e.g., a DNS resolver
or a default gateway), thus shielding the end devices from
overhead of encryption and verification. However, the last
hop is left unprotected: for example, a recent attack [9] has
shown that DNS cache poisoning can be performed between
the end device and the resolver to directly poison the OS-wide
DNS cache of the victim’s system. CSProp can be used to
secure the end devices by having the resolver propagate the
signatures forward for efficient verification.

In Section 5, we evaluate the impact of CSProp using ex-
periments on three generations of Raspberry PIs. We achieve
substantial savings in consumed energy and latency. More
precisely, on Raspberry Pi Zero, the propagated signature ver-
ification in DNSSEC (vs. traditional DNSSEC validation)
reduces latency by a factor of 78x and energy consumption by
47x. For TLS handshake, the advantage to latency and energy
by an average of 8x and 8x, respectively (considering the full
TLS handshake, which has substantial message delays that
are unaffected by CSProp). We also compare CSProp with
Elliptic Curve Cryptography (ECC) cipher suite and found
that CSProp beats up ECC by 2.7 times. We also study the
impact of CSProp on a resource-constrained Arduino based
device, where we achieve substantial savings (e.g., 57x and
36x reduction in latency and energy for encryption).

In summary, the paper makes the following contributions:

1. We introduce Ciphertext and Signature Propagation
(CSProp), a new cryptographic primitive that allows Pub-
lic Key Cryptography (PKC) operations at a much lower
overhead than traditional implementations.

2. We present a formal definition of the new primitive, as
well as an instantiation based on RSA, and prove its
security under this construction.
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3. We apply CSProp to DNSSEC and TLS and evaluate
their performance using experiments on three genera-
tions of RaspberryPIs. Our experiments show substan-
tial performance and energy gains from using CSProp
(e.g., reducing the latency and energy consumption of
DNSSEC by 78x and 47x respectively, and of TLS by 8x
for both latency and energy). On a resource-constrained
IoT board, the Arduino MKR WIFi 1010, CSProp out-
performs RSA public-key operations in latency, power
consumption, and memory usage.

We discuss related work in Section 6. We summarize our
conclusions and discuss future work in Section 7.

2 Background and Preliminaries

In this section, we present some cryptographic preliminaries
to provide the necessary background for describing CSProp.
Specifically, we introduce the RSA problem and explain low
public exponent RSA. Next, we discuss some special case
attacks on RSA with low public exponents. We refer interested
readers to [26] for an excellent survey of the subject.

2.1 The RSA Problem
Cryptographic primitives in this work have security based on
the RSA problem, which is defined as:

Given integers (N,e) where N = p ·q is the product of two
secret primes, find d such that e ·d = 1 (mod φ(N)), where

φ(N) = (p−1)(q−1) is Euler’s totient function.

If e · d = 1 (mod φ(N)) then xe·d = x (mod N) and so the
modular exponentiation functions x 7→ xe (mod N) and x 7→ xd

(mod N) are inverses of one another. In cryptography, the
stronger assumption is often made that given (N,e) and a
random x (mod N), it is hard to compute xd (mod N). In
cryptographic terminology, this ammounts to saying that x 7→
xe (mod N) is a trapdoor permutation. Moving forward, when
we speak about the RSA problem, this is the variant to which
we are referring.

2.2 Low Public Exponent RSA
The computation time of RSA encryption and digital signature
verification are dominated by the time required to compute
the eth power of the message and signature. To reduce compu-
tation time, e can be chosen to be a small number. The RSA
problem when e is set to a public fixed small value (as op-
posed to e being chosen randomly in normal RSA) is known
as the low public exponent variant of RSA1.

CSProp’s use of the small exponent bears some similari-
ties to the use of small public keys in RSA, but with some
important differences due to the fact that CSProp uses a small
factor rather than a small full key. Readers might wonder why

1Choosing a low private exponent d is insecure and can completely break
the cryptosystem [56, 98]

not use a full public key that is low (e.g., e = 3) for the RSA
cryptosystem, which is an idea that has been considered to ac-
celerate RSA operations in the past. Our rationale is two-fold:
(1) Security: RSA with low public exponent has been demon-
strated to be vulnerable to some types of attacks that could
break RSA encryption and verification [27, 36, 54], although
they can be prevented by avoiding implementation pitfalls
that enable them. In contrast, CSProp is immune against these
attacks since we use only a small factor, not the full exponent;
and (2) Compatibility: in light of the known attacks on low
public exponents, RFC recommendations [38] and vendor
practice favor using larger public exponents, which presents a
substantial barrier to using low public exponents throughout
the system. Despite realization of the potential of using RSA
with small public exponents [62] (assuming a secure padding
scheme such as RSAES-OAEP [19] and RSASSA-PSS [21]
is used), vendors and organizations continue to choose to
enforce larger exponents [38]. In contrast, CSProp supports
backward compatibility by choosing larger exponents, but
requires that only a factor of the public exponent is low.

The hardness of the RSA problem and its efficient cousin,
RSA with low public exponent, is the subject of an exten-
sive body of work. CSProp is different from traditional low
public exponent RSA in that the public exponent consists of
two factors in which one of them is small (i.e., not the full
public key, which is the exponent e), with important implica-
tions that make it not vulnerable to some of the attacks on
low public exponents. CSProp’s resilience to these attacks
results is due to: (1) CSProp uses a small public factor, rather
than a small public exponent, making its security properties
equivalent to RSA before propagation; and (2) Low public
exponent security problems arise primarily due to incorrect
usage: since the propagation scheme is automated and not
typically directly accessible to users, we make sure that it
does not have implementation issues. In fact, Section 3 shows
that CSProp’s security depends on the security of traditional
RSA. Next, we review some of published attacks against low
public exponent RSA.
Partial Key/Message Exposure Attacks. Coppersmith [36]
showed an attack on RSA with low public exponents when
the attacker knows two-thirds of the bits of the message.
While “message guessing” attacks can easily be avoided
if proper padding is used, Boneh, Durfee and Frankel [27]
extended Coppersmith’s technique to give an attack on RSA
with low public exponents when the adversary knows at least
a quarter of the bits of the secret key. Other works [18, 50,
87] demonstrate that in some circumstances it is possible to
recover bits of the key via side-channel attacks. CSProp is not
vulnerable to this attack since the full public exponent is large
and only the propagated factor is small (e.g., elow = 3). Thus,
the security of CSProp depends on the security of traditional
RSA.
Broadcast Attacks. Håstad [54] described a factorization al-
gorithm (thus breaking RSA) if the adversary gets access to 3
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ciphertexts which encrypt the same message under 3 different
low public exponent public keys (N1,3),(N2,3),(N3,3). His
technique generalizes to larger values of elow and requires
roughly elow different encryptions. Other works [11, 37] gen-
eralize this method to attack RSA when related (as supposed
to the exact same) messages are encrypted multiple times un-
der different low exponent public keys. In our case, since the
strength of our propagation procedure (Prop) holds depending
on the hardness of the standard RSA ciphertext encryption
procedure (Enc), these attacks do not apply to CSProp (see
Section §3 for more details).

3 Ciphertext and Signature Propagation

In this section, we formally introduce ciphertext and signature
propagation, CSProp. Recall that this primitive provides end-
to-end security since it does not need a stateful and trusted
proxy. We provide the instantiation of CSProp based on the
RSA cryptosystem and present a proof of CSProp’s security.

3.1 Definitions
Notation. Throughout this section, we let n denote a security
parameter, and let P and P ′ be computational problems rep-
resenting the cryptographic problems facing the adversary in
the original and propagated signature domains respectively.

3.1.1 Signature Propagation

Definition. A P−to−P ′ signature propagation scheme of
rate R is a set of efficient algorithms:(

KeyGen,Sign,Verify,Prop,VerifyProp)

satisfying the following syntax, efficiency, correctness, and
security requirements.

• Syntax:
- KeyGen: this algorithm is used to generate the keys nec-
essary for signature propagation. Its syntax is as follows:
KeyGen(1n) outputs (vk,vk′,sk).
- Sign and Verify: the syntax for these algorithms is the
same as for standard public-key signing and verifying:
Sign(M,sk,vk) outputs σ; and Verify(M,vk,σ) outputs a bit.
- Prop: is used by the stateless and untrusted propagator to
generate the propagated signature: Prop(M,vk,vk′,σ) out-
puts σ′.
- VerifyProp: is used by the client to verify the
propagated signature, completing the validation process:
VerifyProp(M,vk,vk′,σ′) outputs a bit.
• Efficiency: We have R ·T ′ = O(T ) where T and T ′ denote
the running times of Verify and VerifyProp, respectively.

• Correctness: Fix a message M arbitrarily. Consider the
random procedure:
1) draw (vk,vk′,sk)← KeyGen(1n);
2) draw σ← Sign(M,sk,vk);

3) draw σ′← Prop(M,vk,vk′,σ).
Then,

Verify(M,vk,σ) = VerifyProp(M,vk,vk′,σ′) = 1

holds with probability 1.
• Security: There are efficient reductions from an adversary
who wins the standard existential unforgeability game for
(KeyGen,Sign,Verify) (resp. G, below) to an adversary who
solves P (resp. P ′). The game G is between a challenger C
and adversary A and works as follows:
The Signature Propagations Game G:

1. C draws (vk,vk′,sk)← KeyGen(1n) and sends (vk,vk′)
to A .

2. For i = 1, . . . ,poly(n): A sends query messages, Mi, to
C ; C computes σi← Sign(Mi,sk,vk) and sends σi back
to A .

3. Finally, A sends a pair (M∗,σ∗) and wins if:

VerifyProp(M∗,vk,vk′,σ∗) = 1 and M∗ 6=Mi ∀ i.

Remark. So in a P−to−P ′ signature propagation scheme,
(KeyGen,Sign,Verify) is a standard signature scheme assum-
ing the hardness of the problem P ; and (KeyGen,Prop ◦
Sign,VerifyProp) is a signature scheme assuming hardness
of P ′; moreover, VerifyProp is R−times faster than Verify.
Thus, signature propagation gives a way to improve verifi-
cation efficiency while still maintaining security assuming
hardness of P ′ (a possibly stronger assumption, which we
will demonstrate for RSA).
Propagation for ciphertexts (used for to propagate encryption)
is defined similarly.

3.1.2 Ciphertext Propagation

Definition. A P−to−P ′ ciphertext propagation scheme of
rate R is a set of efficient algorithms:(

KeyGen,Enc,Dec,Prop,DecProp)

satisfying the following syntax, efficiency, correctness, and
security requirements.
• Syntax:
- KeyGen: this algorithm is used to generate the keys nec-
essary for ciphertext propagation. Its syntax is as follows:
KeyGen(1n) outputs (pk,pk′,sk).
- Enc and Dec: the syntax for these algorithms is the
same as for standard public-key encryption and decryption:
Enc(M,pk) outputs C; and Dec(C,sk) outputs a message M.
- Prop: is used to generate the propagated ciphertext, complet-
ing the encryption: Prop(C,pk,pk′) outputs C′.
- DecProp: standard public-key decryption is used to decrypt
the propagated ciphertext: DecProp(C′,sk) outputs a message
M.
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• Efficiency: We have R ·T = O(T ′) where T and T ′ denote
the running times of Enc and Prop, respectively.
• Correctness and Security: (KeyGen,Enc,Dec) is a stan-
dard encryption scheme assuming the hardness of P ′;
(KeyGen,Prop◦Enc,DecProp) is an encryption scheme as-
suming the hardness of P ; correctness and security are inher-
ited.

3.2 Propagating with RSA
In this section, we provide the instantiation of CSProp based
on RSA.

3.2.1 Propagating RSA Signatures

We instantiate a P−to−P ′ signature propagation scheme
where P is standard RSA and P ′ is RSA with low public
exponent, specifically with exponent elow. Our construction
uses a hash function H, modeled as a random oracle.

• KeyGen(1n) generates an RSA modulus N = p · q for
secret primes p and q and draws a random e such that
elow|e; find d such that e ·d = 1 (mod φ(N)). Output:

(vk,vk′,sk) =
(
(N,e),(N,elow),(N,d)

)
.

• Sign(M,sk,vk) computes h = H(M,vk), and outputs
σ = hd (mod N).

• Verify(M,vk,σ) computes h = H(M,vk) and outputs 1
if σe = h (mod N), 0 otherwise.

• Prop(M,vk,vk′,σ) outputs σ′ = σe/elow (mod N).

• VerifyProp(M,vk,vk′,σ′) computes h = H(M,vk) and
outputs 1 if (σ′)elow = h (mod N), 0 otherwise.

Theorem. Let R = |e|/|elow|, where |e| and |elow| are the bit-
lengths of e and elow, respectively. Then,

(KeyGen,Sign,Verify,Prop,VerifyProp)

is a P−to−P ′ signature propagation scheme with rate R, in
the random oracle model [20]. The random oracle is a stan-
dard strong assumption on perfectly random hash functions
supporting the collision resistance property, which we inherit
from the use of RSA. Such hash functions require that for
every unique input the function generates a unique output
chosen with equal probability from the output domain.

3.2.2 Propagating RSA Ciphertexts

We instantiate a P ′−to−P ciphertext propagation scheme,
where P ′ (P ) correspond to the RSA problem with low-public
exponent and standard RSA respectively.

• The KeyGen(1n) algorithm is the same as for
signature propagation. Output: (pk,pk′,sk) =(
(N,e),(N,elow),(N,d)

)
.

• The Enc and Dec algorithms are RSA encryption and
decryption with low public exponent:

– Enc(M,pk′) outputs C=M
elow (mod N), where M

denotes a padded version of M.
– Dec(C,sk) computes M = Cde/elow (mod N), and

recovers M from M.

• Prop(C,pk,pk′) outputs C′ = Ce/elow (mod N).

• DecProp(C′,sk) computes M= (C′)d (mod N), and re-
covers M from M.

3.2.3 How to choose elow

Choosing the value of elow is an implementation issue that can
either be standardized or can be chosen by the origin server.
In both cases, the lowest possible exponent recommended
is e = 3 [26], but e = 5, e = 17, and e = 216 + 1 = 65,537
are also common. For example, RFC3110 [45] recommends
choosing e = 3 in order to optimize signature verification
in DNSSEC, and Ferguson and Schneier [49] suggest using
e = 3 for signatures and e = 5 for encryption. As discussed
in Section 2.2, the security of σ′ and C′ depends on the RSA
assumption with low public exponent which is a widely stud-
ied hardness assumption. The consensus in the community
is that RSA with low public exponent is a stronger assump-
tion than plain RSA (since any algorithm which breaks RSA
would also presumably break RSA with low public exponent).
However, RSA with low public exponent is a commonly used
assumption. There is no currently known method to break
RSA with low public exponent, such a method would be a
major breakthrough.

3.3 Security Proof
In this section, we present the security proof of the P−to−P ′
signature propagation scheme under the RSA-based instan-
tation. We omit the security proof for ciphertext propagation
since it is analogous. We first prove that the existential un-
forgeability property of (KeyGen,Sign,Verify) holds, which
implies security with respect to signatures. We also discuss
the security of the scheme relative to attacks on low public
exponents. Finally, using cryptographic game theory, we show
that the security of the signature propagation game depends
on the security of the standard RSA game only (i.e., CSProp is
secure if RSA is secure). Note that the proof is also applied to
the instantiation of P−to−P ′ ciphertext propagation scheme
using RSA.
Proof. Correctness follows from verifying the equation:(

(hd)e/elow
)elow = (hd·(e/elow)·elow = hd·e = h (mod N)

using d · e = 1 (mod φ(N)). The subroutines Verify and
VerifyProp are dominated by computing e−th and elow−th
powers mod N, which require executing the “square mod N”
function O(|e|) and O(|elow|) times, respectively; thus, the
efficiency property holds. Note that (KeyGen,Sign,Verify)
is the standard RSA signature scheme, except that the expo-
nent e is chosen randomly subject to the condition that elow|e.
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This event naturally occurs with probability roughly 1/elow
in the plain RSA scheme, and so existential unforgeability of
(KeyGen,Sign,Verify) holds since the standard RSA problem
is hard [26].

Similarly, attacks on RSA with low public exponent do not
apply to our propagation scheme. In particular, because the
strength of VerifyProp(M,vk,vk′,σ′) holds depending on the
hardness of the standard RSA signature verification proce-
dure: Verify(M,vk,σ) the attacks do not apply to CSProp. In
other words, the original signature σ is verified using both
exponents e/elow and elow, and so VerifyProp(M,vk,vk′,σ′)
holds iff σ′ is generated using the propagation procedure:
Prop(M,vk,vk′,σ). Technically, this means that a malicious
proxy that attempts to forge a propagated signature fails by
the construction of VerifyProp (Section 3.2) assuming the
standard RSA problem to solve subroutine Verify is hard.
Note that the proof of security also applies to the RSA cipher-
text propagation scheme. Thus, a malicious proxy can cause
denial of service but cannot forge a signature on falsified or
incorrect data. We elaborate on this case to show how to use
an adversary who wins the signature propagation game to
solve the RSA problem with public exponent elow, implying
the impossibility of this attack provided RSA is secure. The
security proof is as follows:

So suppose A is an efficient adversary who wins the sig-
nature propagation game with probability ε > 0. We design
another adversary A ′ which, given (N,elow) and a random h∗

(mod N), outputs (h∗)dlow (mod N) also with probability ε,
where dlow is such that dlow · elow = 1 (mod φ(N)). A ′ works
as follows:

• Upon receiving (N,elow,h∗), A ′ chooses a large random
integer e′ and sends (N,e,elow) to A where e = elow · e′.

• Instantiate Q, a set of queries of A to Q = { }. Each time
A ′ queries a signature of a message M do:

– check if M has been asked by A ; if so return σ to
A ′ where (M,σ) is the pair appearing in Q;

– otherwise, choose a random number σ (mod N)
and return σ to A ′;

– add (M,σ) to Q;
– set h = σe (mod N) and program the input/output

pair
(
(M,N,e),h

)
into H, so that if H(M,N,e) is

computed again at any point in the experiment, h
will be returned.

• Finally, when A is ready to return its forgery of the
message M∗, A ′ works as follows:

– if M∗ appears as the first coordinate of some pair
in Q, A ′ aborts giving no output;

– otherwise, when A queries H on the input
(M∗,N,e), A ′ returns h∗;

– finally A sends (M∗,σ∗), A ′ outputs σ∗ and halts.

Notice that A ′ answers the queries of A correctly because
σe = H(M,N,e) holds for them all. Furthermore, if h∗ is a
random number (mod N) then the response to A’s hash query
H(M∗,N,e) is uniformly distributed. These two observations
mean that A ′ properly simulates the signature propagation
game for A , and so by assumption, A wins this game with
probability ε. Finally, note that whenever A wins the signa-
ture propagation game, (σ∗)elow = h∗ (mod N) holds, which
implies σ∗ = (h∗)dlow (mod N), and so A ′ breaks low public
exponent RSA. �

4 Applications of CSProp

We illustrate the use and advantages of CSProp on two im-
portant Internet protocols: DNSSEC and TLS, which are core
protocols with respect to securely connecting end devices to
the Internet. Both DNSSEC and TLS are used extensively
to provide integrity, confidentiality, and/or authentication for
critical data. Such operations are computationally expensive,
for instance, Miranda et al. [78] analyzes the energy con-
sumption of the Transport Layer Security (TLS) protocol
transactions on a mobile device and found that more than
60% of total energy is consumed by TLS overhead. Often
real-world configurations force end devices to rely on third
parties (e.g., DNS resolver and default gateway) to perform
cryptographic functionality such as decryption or verification
on their behalf. Although such a setup reduces the require-
ment on the energy-constrained end devices, it compromises
security: if the third party is compromised or spoofed, the
end devices are completely compromised. Moreover, the last
hop between the third party and the end devices becomes
vulnerable to attacks (e.g., a recent client-side attack on DNS
bypasses DNSSEC [9]). In this section, we show how we can
use CSProp to extend DNSSEC and TLS verification to the
end devices, providing security with acceptable overhead.

4.1 CSProp over DNSSEC
The Domain Name System (DNS) is an essential networking
protocol. It is responsible for mapping Fully Qualified Do-
main Names (FQDNs) to their corresponding IP addresses. To
defeat certain DNS attacks (e.g., cache poisoning [63] and am-
plification [1] attacks), DNS SECurity Extension (DNSSEC)
[13] is proposed as a form of cryptographic defense to authen-
ticate DNS responses with digital signatures. DNSSEC is stan-
dardized by the Internet Engineering Task Force (IETF). With-
out DNSSEC, DNS becomes vulnerable to different classes of
attacks where an attacker attempts to provide false responses
to queries [63]. DNSSEC operates by adding cryptographic
signatures to existing DNS records to prove that they are le-
gitimate responses from trusted servers. Specifically, these
signatures provide DNS clients origin authentication and in-
tegrity of data (but not confidentiality). Typically, verification
of the signatures is implemented by resolvers, rather than
the end devices themselves, to reduce the overhead on the
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Table 2: DNSSEC Algorithm Use Statistics

Algorithm # of DS records Signed

Code Name TLDs Alexa
3 DSA/SHA1 0 7
5 RSA/SHA-1 163 1305
7 RSASHA1-NSEC3-SHA1 539 5669
8 RSA/SHA-256 2157 10962

10 RSA/SHA-512 37 758
12 ECC-GOST 0 3
13 ECDSAP256SHA256 5 6017
14 ECDSAP384SHA384 0 202

end devices. When an end device performs a DNS query, it
sends the query to its resolver. If the data is not present in
the resolver’s DNS cache, the resolver starts the resolution
process by traversing the DNS hierarchy from the root server
and down to the corresponding authoritative name server.

Unfortunately, to shield the end devices from these expen-
sive operations, this design leaves opportunities for attackers
on the last hop between the resolver and the end device. For
example, a resolver that is compromised can arbitrarily falsify
information. Moreover, an attacker can spoof the resolver or
otherwise inject responses to attack the end devices [9].

Without end-to-end authentication, DNS security cannot be
guaranteed. A trivial solution is to ask the end devices to carry
out the authentication, but this requires multiple expensive
cryptographic operations as discussed in the next section. To
secure DNS against attacks [9] we use CSProp to provide low
overhead end-to-end DNSSEC validation.

4.1.1 DNSSEC Signing Algorithm

There has been no standardization of a specific zone
signing algorithm. The usable algorithms usually appear
in DNSKEY, RRSIG, and DS RRsets [14, 58, 85, 97]. In
practice, root servers always use Algorithm 8 (which is
RSA/SHA256) [85]. However, to the best of our knowledge,
there is no documentation of the algorithm used to sign the
zones of TLDs and authoritative name servers. For that, we
conducted a measurement study to analyze the DS records
of the TLDs by examining the root DNS zone2. Similarly,
we conducted the measurement study on the top 1 million
sites based on Alexa Traffic Rank3. As shown in Table 2,
we confirm the findings in [85] that Algorithm 8 is indeed
the most widely used algorithm in DNSSEC. Our CSProp
protocol supports this algorithm, making it straightforward to
deply within the current ecosystem.

4.1.2 Design of DNSSEC with CSProp

DNSSEC using CSProp provides efficient end-to-end authen-
tication from the origin server to the end device. CSProp
provides signature validation over the entire chain of trust
of DNSSEC. The design is illustrated in Figure 2. The com-
ponents in red represent additions for CSProp. Moreover, in

2The dataset is available online at:
https://www.internic.net/domain/root.zone and managed by the Inter-
net Corporation for Assigned Names and Numbers (ICANN)

3Alexa Top Sites (ATS) web service: https://aws.amazon.com/alexa-top-
sites/

this figure, the end device takes charge of the authentication,
whereas in a conventional implementation, the verification
traffic is initiated by the resolver. We assume the records are
not present at the resolver’s cache. We explain the steps in
detail as follows:

After the DNS resolution process is completed and be-
fore the legitimate response of the requested query (e.g., A
record of www.example.com) is forwarded to the end device,
in step 1 the DNS resolver receives an RRset of type A
along with the corresponding RRSIG record from the au-
thoritative name server (Auth). To compute the partial val-
idated signature (RRSIG′) of the above RRsetDNSKEY, the
resolver needs the DNSKEY record of AuthZSK and sends
a query to Auth as shown in 2 . In step 3 , Auth re-
sponds back and sends both RRsetDNSKEYAuth and the cor-
responding RRSIGRRsetAAuth . In step 4 , the resolver com-
putes (RRSIGRRsetAAuth)

′ using vk and vk′ of AuthZSK and
(RRSIGRRsetDNSKEYAuth)

′ using vk and vk′ of AuthKSK and
forwards them to the end device along with RRsetA and
RRsetDNSKEYAuth. The end device completes the validation
process of (RRSIGRRsetAAuth)

′ and (RRSIGRRsetDNSKEYAuth)
′

using vk′ of AuthZSK and AuthKSK, respectively. Then, the
end device needs to verify the RRSIG of the DNSKEY record
of AuthKSK. As shown in step 5 , it sends a query to the

resolver and requests RRsetDSAuth. In step 6 , the resolver
forwards the query to the .com T LD server which responds
with RRsetDSAuth and RRSIGRRsetDSAuth as shown in step
7 . To partially verify RRSIGRRsetDSAuth , the resolver in step

8 sends a query to the .com T LD server for the T LD’s
DNSKEY records. Then, the T LD server responds in step
9 with RRsetDNSKEYT LD and RRSIGRRsetDNSKEYT LD .

As in step 3 , the resolver computes in step 10
(RRSIGRRsetDSAuth)

′ using vk and vk′ of T LDZSK and
(RRSIGRRsetDNSKEYT LD)

′ using vk and vk′ of T LDKSK and
forwards the partial verified RRSIGs to the end device along

with RRsetDSAuth and RRsetDNSKEYT LD. Steps 11 - 16

are similar to steps 5 - 10 to verify RRsetDST LD and
RRsetDNSKEYRoot . Finally, the end device compares the
DNSKEYRootKSK record with the publicly available version,
and this completes the DNSSEC validation process.

The ability to establish trust between child and parent zones is
an integral part of DNSSEC. We cannot trust any of the DNS
records if part of the chain is broken. CSProp over DNSSEC
provides complete end-to-end protection and secures DNS
records from being altered by MitM attackers. Furthermore,
the steps of the protocol, and the number of packets exchanged
between the parties is the same as in regular DNSSEC with
changes isolated to the last hop between the DNS resolver
and the end device (in addition to the choice of the public
key). These properties make it practical to deploy the design.
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Figure 2: CSProp over DNSSEC — Design

Figure 3: CSProp over TLS — Design

4.2 Optimizing TLS handshakes with CSProp

In the second application, we consider using CSProp to opti-
mize the operation of TLS. The underlying security of TLS
protocol relies on the implementation of the cryptographic al-
gorithms during the handshake phase. The cryptographic algo-
rithms provide authentication and integrity between the com-
municating entities (i.e., in our case, the web server and the
end device). To offer these security services, the end device
has to handle complex cryptographic operations for validation
which are computationally expensive. By using CSProp, we
can substantially reduce the computational cost incurred by
the handshake phase without compromising security.

TLS is a core security protocol on the Internet and has
undergone several revisions over the years to address security
and performance flaws specifically in the handshake proto-
col [83]. We design CSProp to work with TLS 1.3, which is
the latest version improving both the performance and secu-
rity of TLS 1.2. Authenticating the communicating parties
to each other is typically done by validating their PKI certifi-
cates. The most commonly used certificate is X.509 which is
based on the RSA cryptosystem [10]. In common cases, only
the web server needs to be authenticated by the client (unless
client authentication is required by the server).

CSProp can help reduce the computation cost needed for
TLS on the end device by securely offloading a considerable
part of the encryption and validation processes to the default
gateway. Initially, the communication is between the web
server and the end device; however, the default gateway is

present in typical scenarios of constrained environments (e.g.,
IoT environment) as shown in Figure 3. The protocol is
described in detail as follows:

In step 1 , the end device commences the handshake and
sends the "Client Hello" message followed by the cipher
suite, key agreement and key share messages to the default
gateway in which the latter forwards the messages to the
designated web server. In reply, the web server sends in step
2 the “Server Hello” message comprised of the chosen

key agreement, server’s X.509 certificate and its associated
signature σ, and the server’s key share associated with the
“Server Finished” message. Then in step 3 , the default
gateway forwards all messages received in step 2 to the end
device — with one significant change. It substitutes σ with σ′

which is the partial verified signature of the server’s certificate
and σ′ is computed using vk and vk′. Now, the end device
partially verifies σ′ using vk′ as shown in step 4 . In step
5 , the end device generates the pre-master secret key K

using the web server’s key share. K is encrypted using pk′

to generate the partial ciphertext C′. The end device sends
C′, the cipher suite change (if it is applicable) along with the
“Client Finished” message to the default gateway. Finally in
step 6 , the default gateway completely encrypts K using pk
and pk′ and forwards messages received in step 5 to the web
server along with the full ciphertext C. Upon receiving the
messages, the web server using its secret key sk decrypts C to
retrieve K, and this concludes the handshake. From here on,
all the messages are securely exchanged between the entities.

Similar to CSProp over DNSSEC, CSProp over TLS does
not require any additional messages to be exchanged between
the three parties that are involved in the handshake phase.
This ensures a zero-round trip handshake as in TLS 1.3.

4.3 Propagator Deployment in Practice
CSProp is a general mechanism that can be incorporated
within systems with different network and protocol dependent
choices for the propagators. For example, it may make sense
to have a local uplink router (e.g., a wireless router in a home
network or a wireless LAN setting, or a service node on a
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Table 3: Experimental Setup and Platforms.

Device Model Role Processor (CPU) CPU Clock (GHz) RAM Cores
Dell XPS 8700 Origin Server Intel(R) Core(TM) i7-4790 3.6 16GB 4

Sony VAIO VPCEA390X DNS resolver/Default gateway Intel(R) Core(TM) i5 2.53 8GB 2
Microsoft Surface Pro 6 End device Intel(R) Core(TM) i7-8650U 1.9 16GB 4

Raspberry Pi
Zero W End device (IoT) ARM11 Broadcom 1 512MB 1

3 Model B End device (IoT) Arm Cortex-A53 (ARMv8) 1.2 1GB 4
3 Model B+ End device (IoT) Cortex-A53 (ARMv8) 1.4 1GB 4

110V
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VCC Arduino MKR WiFi 1010

End Device

Wi-Fi 

Router/AP

Windows 10 PC

Propagator

Ubuntu 16.04 LTS PC

Origin Server

Wi-Fi

5V Power 

Supply

Watts UP? 

Pro AC Meter

GND110V

Figure 4: Testbed Architecture Configurations

Radio Access Network in a cellular network setting) serve as
a propagator. For more ad hoc network settings, connected
nodes or those with larger batteries may serve as propagators,
perhaps discoverable using Service Discovery Protocols (e.g.,
SDP) [71], or reachable using anycast operations [6]. Criti-
cally, a man in the middle can only attempt denial of service
since any illegal propagation will cause failure of signature
verification.

The stateless property of our propagator means that we have
the flexibility of changing propagators (e.g., different access
points in a wireless LAN as a device moves [61,65], different
road side units [93], or different cluster heads in a sensor
network setting [69, 77]). We agree that in a true peer-to-peer
setting incentives are a difficult problem to solve especially
in the presence of freeloading and Sybil attacks [44].

Key generation distribution for CSProp are similar to their
traditional counterparts for PKC ciphers such as RSA. We
added an additional field in the exchange packet to include
elow, with negligible effect on the packet size.

5 Evaluation

In this section, we experimentally assess the effectiveness of
CSProp over DNSSEC and TLS. We compare the protocols
under realistic settings and with respect to a number of end
devices representative of IoT and embedded devices. We also
compare CSProp with ECC cipher suite. We also present a
measurement study on a home IoT camera demonstrating the
prevelance of operations that use public keys and that can
benefit from CSProp.

5.1 Experimental Setup
We evaluate CSProp on four end devices: (1) Microsoft Sur-
face Pro 6; (2) Raspberry Pi Zero W; (3) Raspberry Pi 3 Model
B; and (4) Raspberry Pi 3 Model B+ as shown in Table 3.
These devices provide a range of embedded/mobile platforms
typical of those used in constrained environments [86]. All
three Raspberry Pi devices run Raspbian operating system,

while Surface Pro 6 runs Windows 10 Home edition operat-
ing system. We also evaluate CSProp as a primitive on the
Arduino MKR WiFi 1010 [5] as a respresentative of a true
constrained IoT device [76]. It uses a 32-bit low power ARM
MCU processor (SAMD21) with a clock speed of 48 MHz,
32 KB of SRAM, and 256 KB of flash memory. The hardware
acceleration engine for cryptographic algorithms supports the
hashing algorithm SHA-256 which we use in our prototype.

We implemented CSprop over DNSSEC and TLS, based
on the security library, dnsjava4, and Bouncy Castle [72],
which is a widely used library for cryptography. The dns-
java library is an implementation of DNS in Java and is used
by a number of major android applications, such as Netflix,
Skype, Samsung Email, and Dailyhunt [42]. For program-
ming the Arduino platform, we use the Arduino-IDE [12]
release/v1.8.12, which is the official development framework
for Arduino devices. The Arduino prototype is implemented
based on the Cryptographic-Protocols-Arduino-and-PC [34]
library which has been used by previous work to measure
the performance of RSA on IoT devices [66, 90]. We use an
Arris router [15] as the gateway communication device. The
desktop machines and the Raspberry pis, except Raspberry
Pi Zero W, are connected using 1Gbps Ethernet, while the
Arduino and the Raspberry Pi Zero W use WiFi.

To measure energy consumption, we use the Watts Up? Pro
AC meter [80]. This power meter supports several displays,
computer software, and PC interfaces. Its data logger function
records all data into non-volatile memory, which we collect
to measure the consumed power.

We use a desktop machine running Ubuntu 16.04.6 LTS
operating system as an origin server (i.e., DNS servers in
DNSSEC, web servers in TLS, and default gateway in IoT
environments). For reasons of backward compatibility with
middleboxes, we use the recommended key size of 2048-bit
and hashing algorithm SHA-256 [68, 83]. We do not consider
key and distribution issues which can be difficult at scale. We
assume that RSA keys are generated by the origin server and
not the end device. We consider the problem of vulnerable
keys that are generated by resource-constrained devices [55]
to be an orthogonal problem. Our propagator is a desktop
machine running Windows 10. Figure 4 shows the main
components of the testbed.

We compare CSProp with traditional implementations of
DNSSEC validation, TLS handshakes, and RSA public-key
operations. We also compare CSProp with current real-world
configurations where the public exponent is 216 +1 = 65537.

5.2 CSProp over DNSSEC
In this section, we show measurement results of CSProp over
DNSSEC based on two metrics: (1) Latency; and (2) Energy
consumption. We configure a private network (simulating
the topology in Figure 1a) to represent the DNS hierarchy.
More precisely, we configure the Root (.), the T LD (.com),

4Available at: http://www.xbill.org/dnsjava/
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Figure 5: CSProp over DNSSEC — Latency

Figure 6: CSProp over DNSSEC — Energy Consumption

and the Auth (example) name servers internally in the origin
server. We use www.example.com as the target domain name
in our experiments. In addition, the DNSKEYRootKSK record
(i.e., the trust anchor) is pre-installed at the DNS resolver
and all four end devices used in the prototype. To optimize
DNSSEC resolution process, the DNS resolver supports the
caching property.

We performed the measurements when caching is enabled
and disabled at the DNS resolver to get an insight of the im-
pact of caching on the protocol (each experiment is repeated
10 times to bound confidence intervals).

Figure 5 shows a break down of the latency incurred by
CSProp over DNSSEC. The latency is broken down into the
time consumed by end devices and by the network. The latter
time includes: (1) the network overhead caused by sending
and receiving packets between the communicated parties; and
(2) the time required by the DNS resolver to compute the
propagated signature. The results show a significant reduction
in latency compared to traditional DNSSEC validation, with
a minor impact on latency when the cache is disabled at the
DNS resolver. Additionally, we see how device specifications
affect performance. For example, in case e= 65463 and cache
is disabled, we find that CSProp reduces latency by 91x, 21x,
35x, and 10x on Raspberry Pi Zero W, Raspberry Pi 3 Model
B, Raspberry Pi 3 Model B+, and Surface Pro 6, respectively,
compared to traditional DNSSEC validation. Note that the
reductions are approximately the same when DNS cache is
enabled. We also compared CSProp with current DNSSEC
implementations where the used public exponent is 65537.

CSProp outperforms this setting, reducing latency by 78x on
Raspberry Pi Zero compared to conventional DNSSEC when
e = 65537. The results are marginally better than those when
e= 65463 in the case of traditional DNSSEC validation, since
65537 is a Fermat number (2n +1 primes). Fermat numbers
are recommended [85] since only the first and last bits of their
binary representation are ones (100...001) which minimizes
computation cost. Figure 6 shows a significant reduction in
energy consumption when CSProp is used; energy is reduced
by 53x, 10x, 9x, and 4x on Raspberry Pi Zero W, Raspberry
Pi 3 Model B, Raspberry Pi 3 Model B+, and Surface Pro 6,
respectively.

5.3 CSProp over TLS
Similar to the setup phase with DNSSEC, we configure a
private network (with the topology in Figure 1b) where the
origin server is a destination web server.We use TLS 1.3 for
the handshake phase. The web server’s certificate is of type
X.509 and is signed by a root CA which its certificate is al-
ready pre-installed at the default gateway and end devices. The
pre-master secret key (K) is generated using the Advanced En-
cryption Standard (AES) algorithm as recommended in [83]
with 128-bit as the key size.

The latency of the TLS operations are shown in Figure 7.
We show the latency incurred by CSProp over TLS but based
on the handshake messages: "Client Hello", "Server Hello",
and "Client Finished". We use this approach to clearly under-
stand the advantage of our protocol over the existing imple-
mentations; specifically when e = 65537. CSProp provides
8x, 4x, 3x, and 2x reductions in latency (vs. traditional TLS
handshake) on Raspberry pi Zero W, Raspberry Pi 3 Model B,
Raspberry Pi 3 Model B+, and Surface Pro 6, respectively. We
note that these numbers are the full handshake numbers, in-
cluding the network delays (which are not helped by CSProp).

For energy consumption measurements, we measured the
rate at which power is being used at a specific moment in
watts (as shown in Figure 8). We found that CSProp, on
average, reduces the consumed energy by a factor of 8x, 3x,
3x, and 2x on Raspberry Pi Zero W, Raspberry Pi 3 Model
B, Raspberry Pi 3 Model B+, and Surface Pro 6, respectively.
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Figure 7: CSProp over TLS — Latency

Figure 8: CSProp over TLS — Energy Consumption

Again, these numbers include the energy consumed across
the full handshake, with long periods of time taken up for
network communication in which the energy consumed is not
affected by CSProp.

We note that the less resources the embedded device has,
the larger the advantage from CSProp. We conjecture that
this occurs since deeply embedded devices are likely not to
have energy saving features such as Dynamic Voltage and
Frequency Scaling (DVFS) [88], which can help optimize
energy efficiency.

5.4 Comparison with Elliptic Curve Cryptog-
raphy (ECC) Cipher Suites

When power and latency are a consideration, Elliptic Curve
Cryptography (ECC) is often considered: it has an approxi-
mate equivalent strength to RSA and, in fact, has some ad-
vantages relative to using RSA. In particular, key sizes are
much shorter: e.g., Elliptic Curve Digital Signature Algorithm
(ECDSA) with curve P-256 (which is the standard curve by
NIST [7]) has a key size of 256 bits, whereas RSA commonly
uses key sizes of 1024 or 2048 bits. Additionally, ECC sig-
natures are much shorter than RSA signatures. However, as
mentioned by RFC 6605 [57], even though signing is signifi-

Table 4: Comparing CSProp with Elliptic Curve Cryptography
(ECC) for TLS handshake latency (in µ-seconds)

Raspberry Pi 3 B+ Raspberry Pi B Raspberry Pi Zero W
CSProp e = 65463, elow = 3 1063.24 1066 1093.56
ECDH-ECDSA P-256 2658.18 2984.66 3171.32

cantly faster when using ECC than RSA, the opposite is true
for signatures validation (RSA is ' 5 times faster in some
implementations). For DNSSEC, this is apparently the most
serious challenge when using ECC due to the latency of sig-
nature validation. Interestingly, Rijswijk-Deij et al. [96] show
that even when using the optimized version of OpenSSL by
CloudFlare5 (in which ECDSA and RSA are sped up by a fac-
tor of 8 and 2, respectively), ECDSA is still 6.6 and 3.4 times
slower than 1024-bit RSA and 2048-bit RSA, receptively, in
terms of signatures validation. More importantly, the actual
adoption of ECC by DNSSEC operators is very low [59, 95],
raising concerns in regards to backward compatibility if ECC
were to be proposed for IoT devices.

For TLS, Gupta et al. [53] conducted a study to analyze
the performance of ECC and RSA for SSL (Secure Socket
Layer) on resource constrained devices. Their experiments
show that TLS handshake using RSA outperform ECC. For
completeness, we conducted experimental measurements to
compare ECC with CSProp. In our experiments, we used
ECDHE-ECDSA (Ephemeral Elliptic Curve Diffie-Hellman
key agreement with ECDSA signatures) [79] cipher suite with
curve P-256. We run our experiments on three different IoT
devices: Raspberry Pi 3 B+, Raspberry Pi B, and Raspberry
Pi Zero W (see Table 3 for devices specifications). As shown
in Table 4, TLS handshake using CSProp is faster by a fac-
tor of ' 2.7x than when using ECC. This will impose an
additional burden on end devices with the increased CPU
load, especially if deployment of ECC-based TLS handshake
accelerates. In 2014, Bos et al. [29] surveyed the adoption
of ECC and found that only 10% of hosts supported ECC-

5https://ripe70.ripe.net/presentations/85-Alg-13-support.pdf
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based TLS. On a larger-scale study, the International Com-
puter Science Institute (ICSI) Certificate Notary [60] reported
that 11.5% and 2.4% of observed SSL\TLS connections used
ECDHE-ECDSA with curves P-256 and P-384, respectively,
in June/July 2018. We note also that a variety of attacks on
ECC cipher exist [94].

5.5 Performance on Arduino IoT board
Next, we evaluate CSProp on an Arduino MKR WiFi 1010
board, which is a true IoT class system. We were not able
to find cryptographic library support to implement the full
integration with DNSSEC and TLS. Since we are particularly
interested in two RSA public-key operations: verification for
signature propagation and encryption for ciphertext propaga-
tion, we implement and evaluate the performance for CSProp
and traditional RSA public-key operations for these two op-
erations. The measurements reflect the performance of three
different RSA key lengths: 512, 1024, and 2048 bits. The code
size is ≈ 8 KB while the message size (for encryption or veri-
fication) is 128 Bytes for all test cases. It is also worth noting
that in our implementation we considered basic mathematical
operations (e.g., exponentiation and multiplication) without
using any optimizations (e.g., montgomery multiplication and
optimized squaring as described in [67]). All results are from
50 runs each consisting of 1000 verifications/encryptions in a
row to eliminate the code launch/startup effects.

Table 5 summarizes the results of the experiments. For
all RSA key sizes, CSProp outperforms the traditional RSA
public-key operations in all scenarios. The results show sub-
stantial differences in latency, power consumption, and mem-
ory footprint; for the same security level, CSProp is clearly
a more efficeint alternative for resource-constrained devices.
For instance, the execution time for CSProp-encryption and
CSProp-verification is 57 and 61 times faster, respectively,
compared to traditional RSA encryption for all key sizes.
CSProp reduces energy consumption by 36x and 42x for
encryption and verification, respectively. Modular exponen-
tiation of CSProp requires little memory (a crucial design
decision in designing lightweight cryptosystems) compared
to a traditional RSA implementation. More importantly, the
results also present interesting findings when different key
sizes of the same algorithm are compared. The results show
consistent advantage comparing with traditional RSA, mak-
ing PKI cryptography more practical on resource-constrained
environments at all key sizes we considered.

5.6 Importance of Public Key Operations
CSProp can be used to optimize the performance of public
key operations. Intuitively, these operations should be com-
mon in IoT devices: as a client, rather than a server, it is often
verifying signatures of responses from servers. Moreover, as
a producer of data, it is often encrypting data that is sent up-
stream rather than decrypting data. To validate this intuition
and study the prevalence of these operations in IoT devices,

we analyzed the traffic on an IoT device used in a home envi-
ronment. Our testbed consists of Wyze Cam V2 (an Amazon
choice smart home camera [4]) connected to a wireless home
network via an Arris router [15]. The wireless network uses
WPA2-AES-128-bit protocol [70] (know as WPA2-Personal)
for encryption and a Pre Shared Key (e.g., an 8-character
password) for authentication. Our client is a Wyze app down-
loaded to an iPhone X running iOS 13.3.1. Our results show
that the camera uses cryptographic operations continuously.
Table 6 shows a trace of collected packets obtained during a
live-streaming event for a period of 2-hours, which included
more than 60K (i.e., ≈ 4.2% of packets exchanges) of RSA
public-key operations. Almost exclusively, all operations are
public key operations. Although this percentage is small, these
operations are substantially more expensive than symmetric
key operations and therefore account for a much larger share
of the computational power and energy consumed to support.
According to benchmarking numbers reported by the eBACS
project [2, 3], RSA encryption (a public key operation) re-
quires 2-3 orders of magnitude more time compared to AES
encryption; making public key operations cost dominate.

Furthermore, to support end-to-end data protection, we
found that transmitted data packets between the camera and
the app were frequently encrypted and decrypted using the
AES protocol. However, since it is a WPA2-Personal network,
this setting secures the network only against outsiders. In
particular, this network is vulnerable to Man-in-the-Middle
(MitM) attacks if an adversary is an insider who already
knows the PSK key. Consequently, she would be able to derive
the same secret keys —i.e., Paiwise Transient Key (PTK) and
Group Temporal Key (GTK) used to encrypt/decrypt unicast
and multicast data packets, respectively, between clients and
their associated access point (AP)—that are shared among
all users and generated during the 4-Way Handshake proto-
col [51]6. We found that≈ 87.5 of data packets are vulnerable
to this type of attack. What is worse, in case Domain Name
System SECurity Extension (DNSSEC) [13] validation is en-
abled, more cryptographic operations are required; increasing
the computational burden on the IoT camera since chains of
DNS RRsets signatures need validation.

6 Related Work

Lightweight cryptography is a term that refers to low
overhead cryptographic algorithms designed for energy- or
computationally-constrained machines, specially in IoT envi-
ronments. This is an active area of research in both academia
and industry [17, 23, 25, 30, 31, 43, 48, 64, 84, 89].
Symmetric Lightweight Cryptography. With few excep-
tions, most lightweight cryptography work focuses on sym-
metric cryptography due to its lower overheads. Lim et al.

6Note that using 802.1X [35] for authentication, which is used in WPA2-
Enterprise networks, closes this vulnerability. This is because each user is
assigned a unique PSK key.
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Table 5: Comparison of CSProp VS. traditional RSA public-key operations. Latency is measured in ms, memory footprint in
bytes, and energy consumption in mJ. Memory usages for SRAM and ROM are summed for total memory footprint.

CSProp

Encryption Verification

Key Size (bits) Latency (ms) Memory Footprint (bytes) EC (mJ) Latency (ms) Memory Footprint (bytes) EC (mJ)

512 11 42 15 15 49 21
1024 29 69 23 35 82 36
2048 61 125 39 71 134 48

Traditional RSA

Encryption Verification

Key Size (bits) Latency (ms) Memory Footprint (bytes) EC (mJ) Latency (ms) Memory Footprint (bytes) EC (mJ)

512 634 320 540 915 441 882
1024 1665 552 828 2135 738 1512
2048 3502 1006 1404 4331 1206 2016

Table 6: Profile of the Data Exchanged Between an Iot Device and a Client in a Wireless Home Network

IoT Device Operation Total # of Captured Packets DNS RRsets RSA AES 128-bit

TLS Handshake Encryption Decryption Signing Verifying Encryption Decryption

WYZE CAM V2 (camera)
Setup 897 68 32 168 0 104 90 232 180

Pairing 25 2 3 9 0 0 2 5 7
Live Streaming (2 Hrs) 1460282 108933 29535 30191 0 318 31239 964083 313664

introduce mCrypton [74], following the architecture of Cryp-
ton, but reducing key sizes [73]. Similarly, the Scalable Secu-
rity with Symmetric Keys (S3K) scheme [81], which is a key
management architecture, was proposed to provide a scalable
energy efficient mechanism to establish trust relationships
among entities in IoT environments. These schemes depend
on pre-shared keys which might increase the risk to key dis-
closure and endanger the security services (this is not required
in CSProp). Another proposal is Hummingbird [46] which
uses a hybrid structure of block and stream ciphers with 16-bit
block size and 256-bit key length; an improved version of
this work has been developed by Engels et al. [47]. However,
Zhang et al. [99] show that the key can be recovered.
Asymmetric Lightweight Cryptography. Relatively fewer
efforts target lightweight cryptographic algorithm based on
asymmetric ciphers, due to the much higher cost of these
operations. Lithe [82] is proposed to provide integration of
security between the DLTS protocol at the transport layer
and the CoAP protocol at the application layer.The system in-
volves expensive cryptographic processing for both the record
and the handshake protocols. In contrast, CSProp requires
lightweight cryptographic operations suitable for resource-
constrained devices, optimizing TLS handshake latency and
energy consumption. Zhang et al. [100] propose a scheme
to provide resilience against a large number of sensor node
compromises. The scheme incurs lower overhead and higher
adaptability than existing techniques that utilize traditional
asymmetric algorithms. However, Albrecht et al. [8] show an
attack that fundamentally undermines the viability of using
perturbation polynomials for designing secure cryptographic
schemes. This attack does not apply to our case since the
security of CSProp is equivalent to the security of RSA.

Some similar works use cryptographic signature schemes
where a powerful server assists in helping a weak client. Bel-

lare and Sandhu [22] consider a group of two-party collabora-
tive RSA signature computation schemes. In contrast, CSProp
focuses on efficient signature verification (not generation),
which is a public key operation. The proposed protocols fol-
low a similar technique of partitioning the private key into
shares. In addition, the security of each protocol in [22] relies
on different assumptions on the underlying primitives which
make them susceptible to forgery attacks: we showed that
CSProp is immune to such attacks in Section 3.3. MacKenzie
and Reiter [75] also consider the problem of two-party sig-
nature generation. They assume that a user should have and
provide a personal password in addition to the split secretkey,
making them unsuitable for automated propagation. Damgård
and Mikkelsen [40] consider a protocol scenario where four
players collaborate to generate a digital signature considering
at least one player is malicious. They combine multiple tech-
niques including threshold cryptography signatures where a
secret RSA exponent is partitioned between the players. In
CSProp, we utilize the RSA public exponent instead of thresh-
old signature. Camenisch et al. [33] propose a scheme where a
client is authenticated by utilizing a password (similar to [75]),
along with a shared secret key split between an end-user and a
back-end server. Generating the signing key is initiated at the
client side after validating client’s password. CSProp neither
requires a password nor creates the key at the client side: keys
are generated by origin servers. Buldas et al. [32] propose a
smart-ID scheme where a private exponent is shared between
a client and a server for generating signatures. In comparison
with CSProp, like the other works discussed here, the scheme
is used to optimize private key operations rather than public
key operations as with CSProp. We believe our work is the
first to enable server aided verification and encryption, which
should be useful for weak edge devices in a larger network.

Proxy Assisted Cryptography. Our work bears similarity,
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with prior work on proxy-based re-signature schemes, first
introduced by Blaze et al. [24] and later revisited by Ateniese
and Hohenberge [16]. A significant difference from these
works is that CSProp provides security by construction and
therefore does not require a trusted proxy to propagate signa-
tures. In contrast, these prior works require a trusted proxy
to take a signature as input and generate a new signature as
output using the public keys of both parties (the signer and
the verifier). We note that this setting is also vulnerable to a
known attack on RSA [26, 91, 92].

Joye et al. [62] propose a solution to overcome hardware
restrictions enforced by vendors such as Intel Software Guard
Extensions (SGX). Although it uses a proxy, the application
is different: for CSProp, Patty is helping a weak Alice verify
a signature from a more powerful Bob. On the other hand,
in this work, Patty is helping a weak Bob sign a message
and transmit the signature to a powerful Alice, which is not a
common scenario for IoT settings. Critically, Patty needs to
know Bob’s private key, which is not required in our scheme.
For this reason, the warning in [62] that e′|e is problematic
does not apply in our setting. This is because e′ in [62] is
generated using knowledge of Bob’s private key, whereas for
us e′ is computed publicly. Another major difference between
this work and ours is the model of security they consider: in
addition to the proxy being trusted in this scheme, both public
keys must be kept secret, which is incompatible with the
requirements of our target applications and the assumptions
in our threat model.

7 Concluding Remarks

IoT and embedded devices, in general, are resources-
constrained forcing designers to choose either security (e.g.,
by offloading security to gateway nodes) or performance (per-
forming the expensive cryptographic operations required for
end to end security). This paper contributes a new crypto-
graphic primitive, CSProp, that uses a low public exponent
to reduce the computational load required by the end devices.
We use CSProp to optimize the operation of two core security
protocols on the Internet: DNSSEC, and TLS resulting in
substantial improvements in latency and energy efficiency.
In Section 3.3, we presented the security proof of CSProp
using the existential unforgeability property and the crypto-
graphic game theory. One of our future research directions
is to implement propagation schemes lattice-based crypto-
graphic signature and encryption. Several recent proposals for
lattice-based signature and encryption exist, each one making
use of a slightly different hardness assumption and offering
slightly different functionality. It would be interesting to try
to design propagation schemes to transfer cryptographic con-
tent between the schemes so that the schemes with lower
overhead/less functionality can be used by the weak com-
putational devices in the network without sacrificing secu-
rity/functionality for the stronger devices in the network. A

limitation of CSProp is that it helps only with operations that
use the public key (signature verification, authentication, as
well as encryption). For that, other research extensions in-
clude integration with support for private key operations to
provide a complete solution for PKC in constrained devices;
we believe there is substantial need for such support since the
vast majority of lightweight cryptography focuses on symmet-
ric ciphers. We also plan to investigate models of propagator
deployment and discovery to enable systematic leveraging of
CSProp with applications that use PKC.
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